**Advanced Javascript**

1. **Arrow functions**
2. **Template Literals**

**How to Use JavaScript Arrow Functions – Explained in Detail**

**Hello everyone! In this article, I’m going to explain one of the most useful features in JavaScript: the arrow function.**

**I’ll compare the arrow function with the regular function syntax, I'll show you how to convert a regular function into an arrow function easily, and I'll discuss why the arrow function syntax is recommended over the regular function.**

**Here's what we'll cover:**

1. [**What Is the Arrow Function Syntax?**](https://www.freecodecamp.org/news/javascript-arrow-functions-in-depth/#heading-what-is-the-arrow-function-syntax)
2. [**How to Convert a Regular Function to an Arrow Function Easily**](https://www.freecodecamp.org/news/javascript-arrow-functions-in-depth/#heading-how-to-convert-a-regular-function-to-an-arrow-function-easily)
3. [**Why Arrow Functions Are Recommended Over Regular Functions**](https://www.freecodecamp.org/news/javascript-arrow-functions-in-depth/#heading-why-arrow-functions-are-recommended-over-regular-functions)
4. [**Arrow Functions Are Better for Short Functions**](https://www.freecodecamp.org/news/javascript-arrow-functions-in-depth/#heading-arrow-functions-are-better-for-short-functions)
5. [**Arrow Functions Have an Implicit Return Statement**](https://www.freecodecamp.org/news/javascript-arrow-functions-in-depth/#heading-arrow-functions-have-an-implicit-return-statement)
6. [**Arrow Functions Don’t Have this Binding**](https://www.freecodecamp.org/news/javascript-arrow-functions-in-depth/#heading-arrow-functions-dont-have-this-binding)
7. [**When You Should Not Use Arrow Functions?**](https://www.freecodecamp.org/news/javascript-arrow-functions-in-depth/#heading-when-you-should-not-use-arrow-functions)
8. [**Conclusion**](https://www.freecodecamp.org/news/javascript-arrow-functions-in-depth/#heading-conclusion)

**Let’s dive in!**

**What Is the Arrow Function Syntax?**

**When you need to create a function in JavaScript, the main method is to use the function keyword followed by the function name as shown below:**

**function greetings(name) {**

**console.log(`Hello, ${name}!`);**

**}**

**greetings('John'); // Hello, John!**

**The arrow function syntax allows you to create a function expression that produces the same result as the code above.**

**Here’s the greetings() function again, but using the arrow function syntax:**

**const greetings = name => {**

**console.log(`Hello, ${name}!`);**

**};**

**greetings('John'); // Hello, John!**

**When you declare a function with the arrow function syntax, you need to assign the declaration to a variable so that the function has a name.**

**Basically, the arrow function syntax looks as follows:**

**const myFunction = (param1, param2, ...) => {**

**// function body**

**}**

**In the code above, the myFunction is the variable that holds the function. You can call the function as myFunction() later in your code.**

**(param1, param2, ...) are the function parameters. You can define as many parameters as required by the function.**

**Then you have the arrow => to indicate the beginning of the function. After that, you can write curly brackets {} to indicate the function body, or remove them if you have a single-line function. More on this later.**

**At first, the arrow function may seem weird as you are used to seeing the function keyword. But as you start using the arrow syntax, you will see that it’s very convenient and easier to write.**

**Let me show you an easy way to convert a regular function to an arrow function next.**

**How to Convert a Regular Function to an Arrow Function Easily**

**You can follow these three easy steps to convert a regular function to an arrow function:**

1. **Replace the function keyword with the variable keyword const**
2. **Add the = symbol after the function name and before the parentheses**
3. **Add the => symbol after the parentheses**

**Usually, a function is never changed after the declaration, so we use the const keyword instead of let.**

**The code below should help you visualize the steps:**

**function greetings(name) {**

**return `Hello, ${name}!`;**

**}**

**// step 1: replace function with const**

**const greetings(name) {**

**return `Hello, ${name}!`;**

**}**

**// step 2: add = after the function name**

**const greetings = (name) {**

**return `Hello, ${name}!`;**

**}**

**// step 3: add => after the parentheses**

**const greetings = (name) => {**

**return `Hello, ${name}!`;**

**}**

**The three steps above are enough to convert any old JavaScript function syntax to the new arrow function syntax.**

**When you have a single line function, there’s a fourth optional step to remove the curly brackets and the return keyword as follows:**

**// from this**

**const greetings = (name) => {**

**return `Hello, ${name}!`;**

**};**

**// to this**

**const greetings = (name) => `Hello, ${name}!`;**

**When you have exactly one parameter, you can also remove the parentheses:**

**// from this**

**const greetings = (name) => `Hello, ${name}!`;**

**// to this**

**const greetings = name => `Hello, ${name}!`;**

**But the last two steps are optional. Only the first three steps are required to convert any JavaScript function created using the function keyword into the arrow function syntax.**

**Why Arrow Functions Are Recommended Over Regular Functions**

**The arrow function syntax offers improvements to the way you write a function in JavaScript, such as:**

* **You can write short functions in a more straightforward manner**
* **For single-line functions, the return statement can be implicit**
* **The this keyword is not bound to the function.**

**Let’s see how these improvements work with practical examples next.**

**Arrow Functions Are Better for Short Functions**

**Suppose you have a single-line function that prints a string to the console. Using the function keyword, here’s how you would write the function:**

**function greetings(name) {**

**console.log(`Hello, ${name}!`);**

**}**

**If you use the arrow function syntax, you can omit the curly brackets, creating a single-line function as shown below:**

**const greetings = (name) => console.log(`Hello, ${name}!`);**

**Even more, you can remove the parentheses that surround the function parameters when you have exactly one parameter:**

**const greetings = name => console.log(`Hello, ${name}!`);**

**If your function has no parameter, then you need to pass empty parentheses between the assignment and the arrow syntax as shown below:**

**const greetings = () => console.log(`Hello, World!`);**

**When using the arrow function syntax, the curly brackets are required only when your function is more than a single line. For example:**

**const greetings = () => {**

**console.log('Hello World!');**

**console.log('How are you?');**

**};**

**When you use the regular function keyword, you can’t omit the curly brackets no matter what.**

**Arrow functions are also great for situations where you don’t need to name the function, such as callbacks:**

**const myArray = [1, 2, 3];**

**// From this:**

**myArray.forEach(function (item) {**

**console.log(item);**

**});**

**// To this:**

**myArray.forEach(item => console.log(item));**

**Or when you need to create an Immediately Invoked Function Expression (IIFE):**

**// From this:**

**(function () {**

**console.log('Hello World');**

**})();**

**// To this:**

**(() => console.log('Hello World'))();**

**As you can see, using the arrow function syntax makes your code much more clean and concise.**

**Arrow Functions Have an Implicit Return Statement**

**When you have a single-line arrow function, the return statement will be added implicitly by JavaScript. This means you shouldn't add the return keyword explicitly.**

**To show you what I mean, suppose you have a function that sums two numbers as follows:**

**function sum(a, b) {**

**return a + b;**

**}**

**When you write the function above using the arrow function syntax, you need to remove the curly brackets and the return keyword:**

**const sum = (a, b) => a + b;**

**If you didn’t remove the return keyword, then JavaScript will throw an error, saying an opening curly bracket { is expected.**

**When you use arrow functions, only write the return statement explicitly when you have multi-line statements:**

**const sum = (a, b) => {**

**const result = a + b;**

**return result;**

**};**

**When you remove the curly brackets, don’t forget to remove the return keyword if you use it.**

**Arrow Functions Don’t Have this Binding**

**One significant difference between the arrow function and the regular function syntax is in how they handle the this keyword.**

**In a regular function, the this keyword refers to the object from which you call the function. In an arrow function, the this keyword refers to the object from which you define the function.**

**To show you what I mean, suppose you have a person with the following properties and methods:**

**const person = {**

**name: 'Nathan',**

**skills: ['HTML', 'CSS', 'JavaScript'],**

**showSkills() {**

**this.skills.forEach(function (skill) {**

**console.log(`${this.name} is skilled in ${skill}`);**

**});**

**},**

**};**

**person.showSkills();**

**If you run the code above, the result of calling the showSkills() method would be:**

**undefined is skilled in HTML**

**undefined is skilled in CSS**

**undefined is skilled in JavaScript**

**Here, the this keyword refers to the global Window object because we called the showSkills() method outside of the person object.**

**In the global object, the name property is undefined. Now, let’s rewrite the callback function using the arrow syntax:**

**const person = {**

**name: 'Nathan',**

**skills: ['HTML', 'CSS', 'JavaScript'],**

**showSkills() {**

**this.skills.forEach(skill => {**

**console.log(`${this.name} is skilled in ${skill}`);**

**});**

**},**

**};**

**person.showSkills();**

**Run the code again, and the result would be:**

**Nathan is skilled in HTML**

**Nathan is skilled in CSS**

**Nathan is skilled in JavaScript**

**Here, the this keyword refers to the object from which the arrow function is defined, which is the person object.**

**This one behavior is what makes people prefer arrow functions, because it makes more sense to have this refer to the object from which you define that function rather than from which you call it.**

**When You Should Not Use Arrow Functions?**

**Arrow functions are typically preferred over standard functions, but there are a few situations when you shouldn't use the arrow function.**

**One of these situations is when you define an object method. Back to our person object example above, suppose you write the showSkills() method as an arrow function like this:**

**const person = {**

**name: 'Nathan',**

**skills: ['HTML', 'CSS', 'JavaScript'],**

**showSkills: () => {**

**this.skills.forEach(skill => {**

**console.log(`${this.name} is skilled in ${skill}`);**

**});**

**},**

**};**

**person.showSkills();**

**Running the above code will cause an error:**

**TypeError: Cannot read properties of undefined (reading 'forEach')**

**When inside an object, the this keyword refers to the current object only when you declare the method using the standard syntax (methodName() or methodName: function(){ })**

**When you declare an object method using the arrow function, the this keyword refers to the global object, and the skills property is undefined there. Never use the arrow function when declaring a method.**

**JavaScript Template Literals**

Template Literal in ES6 provides new features to create a string that gives more control over dynamic strings. Traditionally, String is created using **single quotes (‘)**or **double quotes (“)** quotes. Template literal is created using the **backtick (`)** character.

**Syntax:**

let s=`some string`;

**Multiline Strings**

In order to create a multiline string an escape sequence **\n** was used to give a new line character. However, Template Literals there is no need to add **\n** string ends only when it gets **backtick (`)** character.

**Example:**This example shows the use of the multiline strings.

javascript

*// Without template literal*

console.log('Some text that I want \non two lines!');

*// With template literal*

console.log(`Some text that I want

on two lines!`);

**Output:**

Some text that I want  
on two lines!  
Some text that I want  
on two lines!

**Expressions**

To dynamically add values into new Template Literals expressions are used. The ${} syntax allows an expression in it that produces the value. This value can be a string stored in a variable or a computation operation.

${expression}

**Example:** The code below shows the use of expressions in template literals.

JavaScript

**let** principal = 1000;

**let** noofyears = 1;

**let** rateofinterest = 7;

**let** SI = `Simple Interest is **${**(principal \*

noofyears \* rateofinterest) / 100**}**`;

alert("Simple Interest is" + SI);

**Output:**![](data:image/png;base64,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)

**Tagged Templates**

One of the features of Template Literals is its ability to create Tagged Template Literals. Tagged Literal is written like a function definition, but the difference is when this literal is called. There is no parenthesis() to a literal call. An array of Strings are passed as a parameter to a literal.

**Example 1:**This example shows the use of the tagged templates.

JavaScript

**function** TaggedLiteralEg(strings) {

document.write(strings);

}

TaggedLiteralEg`GeeksforGeeks`;

**Output:**

GeeksforGeeks

**Example 2:** It is also possible to pass values to a tagged literal. This value can be a result of some expression or a value fetched from the variable. The code below shows the use of Tagged Literal.

JavaScript

**function** TaggedLiteralEg(strings, value, value2) {

console.log(strings);

console.log(value2 + " " + value);

}

**let** text = 'GeeksforGeeks';

TaggedLiteralEg`test **${**text**}** **${**2 + 3**}**`;

**Output:**

test , ,  
5 GeeksforGeeks

**Raw String**

Raw method of template literal allows access of raw strings as they were entered, without processing escape sequences. In addition, the String.raw() method exists to create raw strings just like the default template function, and string concatenation would create.

**Example:** This example shows the use of the raw strings.

javascript

**let** s = String.raw`Welcome to GeeksforGeeks Value of expression is **${**2 + 3**}**`;

console.log(s);

**Output:**

Welcome to GeeksforGeeks Value of expression is 5

**Nested Templates**

Templates can be nested if it contains multiple expression evaluation or multiple condition checking. Instead of using else if ladder this is readable and gives ease to the developer. The code below finds the maximum of three numbers using conditional operator and nested template literal.

**Example:** This example shows the use of the nested templates.

javascript

**function** maximum(x, y, z) {

**let** c = `value **${**(y > x && y > z) ? 'y is greater' :

`**${**x > z ? 'x is greater' : 'z is greater'**}**`**}**`;

**return** (c);

}

console.log(maximum(5, 11, 15));

console.log(maximum(15, 11, 3));

console.log(maximum(11, 33, 2));

**Output:**

value z is greater  
value x is greater  
value y is greater
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**JavaScript Destructuring Assignment**

**JavaScript Destructuring**

The destructuring assignment introduced in [ES6](https://www.programiz.com/javascript/ES6) makes it easy to assign [array](https://www.programiz.com/javascript/array) values and [object properties](https://www.programiz.com/javascript/object#properties) to distinct [variables](https://www.programiz.com/javascript/variables-constants). For example,  
  
**Before ES6:**

// assigning object attributes to variables

const person = {

name: 'Sara',

age: 25,

gender: 'female'

}

let name = person.name;

let age = person.age;

let gender = person.gender;

console.log(name); // Sara

console.log(age); // 25

console.log(gender); // female

[Run Code](https://www.programiz.com/javascript/online-compiler)

**From ES6:**

// assigning object attributes to variables

const person = {

name: 'Sara',

age: 25,

gender: 'female'

}

// destructuring assignment

let { name, age, gender } = person;

console.log(name); // Sara

console.log(age); // 25

console.log(gender); // female

[Run Code](https://www.programiz.com/javascript/online-compiler)

**Note**: The order of the name does not matter in object destructuring.

For example, you could write the above program as:

let { age, gender, name } = person;

console.log(name); // Sara

**Note**: When destructuring objects, you should use the same name for the variable as the corresponding object key.

For example,

let {name1, age, gender} = person;

console.log(name1); // undefined

If you want to assign different variable names for the object key, you can use:

const person = {

name: 'Sara',

age: 25,

gender: 'female'

}

// destructuring assignment

// using different variable names

let { name: name1, age: age1, gender:gender1 } = person;

console.log(name1); // Sara

console.log(age1); // 25

console.log(gender1); // female

[Run Code](https://www.programiz.com/javascript/online-compiler)

**Array Destructuring**

You can also perform array destructuring in a similar way. For example,

const arrValue = ['one', 'two', 'three'];

// destructuring assignment in arrays

const [x, y, z] = arrValue;

console.log(x); // one

console.log(y); // two

console.log(z); // three

[Run Code](https://www.programiz.com/javascript/online-compiler)

**Assign Default Values**

You can assign the default values for variables while using destructuring. For example,

let arrValue = [10];

// assigning default value 5 and 7

let [x = 5, y = 7] = arrValue;

console.log(x); // 10

console.log(y); // 7

[Run Code](https://www.programiz.com/javascript/online-compiler)

In the above program, arrValue has only one element. Hence,

* the x variable will be **10**
* the y variable takes the default value **7**

In object destructuring, you can pass default values in a similar way. For example,

const person = {

name: 'Jack',

}

// assign default value 26 to age if undefined

const { name, age = 26} = person;

console.log(name); // Jack

console.log(age); // 26

[Run Code](https://www.programiz.com/javascript/online-compiler)

**Swapping Variables**

In this example, two variables are swapped using the destructuring assignment syntax.

// program to swap variables

let x = 4;

let y = 7;

// swapping variables

[x, y] = [y, x];

console.log(x); // 7

console.log(y); // 4

[Run Code](https://www.programiz.com/javascript/online-compiler)

**Skip Items**

You can skip unwanted items in an array without assigning them to local variables. For example,

const arrValue = ['one', 'two', 'three'];

// destructuring assignment in arrays

const [x, , z] = arrValue;

console.log(x); // one

console.log(z); // three

[Run Code](https://www.programiz.com/javascript/online-compiler)

In the above program, the second element is omitted by using the comma separator ,.

**Assign Remaining Elements to a Single Variable**

You can assign the remaining elements of an array to a variable using the spread syntax .... For example,

const arrValue = ['one', 'two', 'three', 'four'];

// destructuring assignment in arrays

// assigning remaining elements to y

const [x, ...y] = arrValue;

console.log(x); // one

console.log(y); // ["two", "three", "four"]

[Run Code](https://www.programiz.com/javascript/online-compiler)

Here, one is assigned to the x variable. And the rest of the array elements are assigned to y variable.

You can also assign the rest of the object properties to a single variable. For example,

const person = {

name: 'Sara',

age: 25,

gender: 'female'

}

// destructuring assignment

// assigning remaining properties to rest

let { name, ...rest } = person;

console.log(name); // Sara

console.log(rest); // {age: 25, gender: "female"}

[Run Code](https://www.programiz.com/javascript/online-compiler)

**Note**: The variable with the spread syntax cannot have a trailing comma ,. You should use this rest element (variable with spread syntax) as the last variable.

For example,

const arrValue = ['one', 'two', 'three', 'four'];

// throws an error

const [ ...x, y] = arrValue;

console.log(x); // eror

[Run Code](https://www.programiz.com/javascript/online-compiler)

**Nested Destructuring Assignment**

You can perform nested destructuring for array elements. For example,

// nested array elements

const arrValue = ['one', ['two', 'three']];

// nested destructuring assignment in arrays

const [x, [y, z]] = arrValue;

console.log(x); // one

console.log(y); // two

console.log(z); // three

[Run Code](https://www.programiz.com/javascript/online-compiler)

Here, the variable y and z are assigned nested elements two and three.

In order to execute the nested destructuring assignment, you have to enclose the variables in an array structure (by enclosing inside []).

You can also perform nested destructuring for object properties. For example,

const person = {

name: 'Jack',

age: 26,

hobbies: {

read: true,

playGame: true

}

}

// nested destructuring

const {name, hobbies: {read, playGame}} = person;

console.log(name); // Jack

console.log(read); // true

console.log(playGame); // true

[Run Code](https://www.programiz.com/javascript/online-compiler)

In order to execute the nested destructuring assignment for objects, you have to enclose the variables in an object structure (by enclosing inside {}).